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Abstract—End-to-end (E2E) testing is a software validation
approach that simulates realistic user scenarios throughout
the entire workflow of an application. In the context of web
applications, E2E testing involves two activities: Graphic User
Interface (GUI) testing, which simulates user interactions with
the web app’s GUI through web browsers, and performance
testing, which evaluates system workload handling. Despite its
recognized importance in delivering high-quality web applica-
tions, the availability of large-scale datasets featuring real-world
E2E web tests remains limited, hindering research in the field.

To address this gap, we present E2EGit, a comprehensive
dataset of non-trivial open-source web projects collected on
GITHUB that adopt E2E testing. By analyzing over 5,000
web repositories across popular programming languages (JAVA,
JAVASCRIPT, TYPESCRIPT and PYTHON), we identified 472
repositories implementing 43,670 automated Web GUI tests with
popular browser automation frameworks (SELENIUM PLAY-
WRIGHT, CYPRESS, PUPPETEER), and 84 repositories that fea-
tured 271 automated performance tests implemented leveraging
the most popular open-source tools (JMETER, LOCUST). Among
these, 13 repositories implemented both types of testing for a total
of 786 Web GUI tests and 61 performance tests. The dataset is
available on ZENODO (DOI: 10.5281/zenodo.14234731).

Index Terms—End-to-End Testing, Web GUI Testing, Perfor-
mance Testing, GitHub-Minining, Web Applications

I. INTRODUCTION

End-to-End (E2E) testing is essential for ensuring the relia-
bility and quality of software applications, especially for web
systems used by millions of people across industries like com-
merce, banking, and others [1], [2]. By validating end-to-end
workflows from the user’s perspective, E2E testing ensures that
all components of an application work together seamlessly,
providing a smooth and reliable user experience [3], [4]. This
type of testing includes two main activities: Graphical User
Interface (GUI) testing and performance testing.

The former involves simulating user interactions with the
application through a browser, such as navigating between
pages, submitting forms, or clicking buttons [1]. The latter
measures how well a system handles varying workloads. In
web contexts, these workloads are defined by user sessions,
which consist of a series of network requests (such as HTTP,
WSS) made during interactions with the system [5], [6]. While
both testing practices can be performed manually, this ap-
proach is often prone to errors and less effective in replicating
complex, real-world scenarios —especially for performance

testing. To overcome these limitations, over the last few years,
frameworks and tools for automation have been proposed [7].
For Web GUI testing, popular browser automation frameworks
like SELENIUM, CYPRESS, PLAYWRIGHT, and PUPPETEER
are used to control browsers and simulate user actions [8],
[9]. In the performance testing domain, open-source tools like
APACHE JMETER and LOCUST are widely used to simulate
web server workloads, which are typically defined by one or
more user sessions (e.g., Thread Group in APACHE JMETER
and TaskSet in LOCUST) that simulate several concurrent users
adopting the same behavior over time [10], [11].

Despite end-to-end (E2E) testing being crucial for ensuring
high-quality software and delivering a positive user experience,
it is often overlooked in practice [4]. This neglect is mirrored
in the literature, where the limited availability of datasets in
the context of Web GUI and performance testing has hindered
research progress in these areas [12]. Although some Web
GUI test datasets do exist, they are often based on small-
scale projects such as university assignments, or they only
include projects that use a particular framework or a particular
programming language. For performance testing, to the best of
our knowledge, no dataset has been published so far, probably
because companies rarely share such tests publicly [13], [14].

This paper aims to fill this gap by presenting E2EGit [15],
a comprehensive dataset of non-trivial web projects hosted on
GITHUB that adopt E2E testing practices. To this end, we
analyzed 5,563 non-trivial web repositories developed using
at least one of the most popular programming languages for
web development, i.e., JAVA, JAVASCRIPT, TYPESCRIPT, and
PYTHON. Each repository was processed to identify 1) the
presence of Web GUI tests using the four most used browser
automation frameworks, i.e., SELENIUM, PLAYWRIGHT, CY-
PRESS, and PUPPETEER; and 2) the presence of performance
tests conducted with the most popular open-source tools,
JMETER and LOCUST [13], [16].

At the end of the mining process, we identified 472 reposi-
tories containing Web GUI tests, comprising 43,670 test cases,
and 84 repositories containing performance tests, totaling 271
test cases. Among these, 13 repositories implemented both
types of testing, contributing 786 Web GUI tests and 61
performance tests, which are included in the respective totals.
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II. RESEARCH METHOD

This section describes the mining pipeline shown in Figure 1
for collecting and analyzing repositories from GITHUB. In the
first step, repositories are collected and filtered to identify web
repositories with non-trivial complexity. In the second phase,
two separate analyses are performed after locally cloning the
repositories to identify GUI and performance tests.

A. Data Collection

For collecting the repository, we used the SEART tool1,
developed by Dabic et al. [17], which is widely used in
the literature for mining GITHUB repositories. At the time
of collection in May 2024, SEART reported a subset of
1,401,170 repositories. Due to the large amount of repositories,
we applied a filtering process to exclude “toy” projects. This
filtering phase followed well-established criteria from prior
research [18]–[20], specifically:

• Number of commits: greater than or equal to 2000;

• Number of contributors: greater than or equal to 10;

• Number of stargazers: greater than or equal to 100;

• Is fork: must be False;

These criteria reduced the sample to 14,053 repositories. Since
our study refers to web applications, we further refined the
selection by including only non-trivial repositories that had at
least one dependency on a web framework. However, given
the wide variety of web programming technology, our dataset
needs to be restricted to the most widely adopted frameworks
(e.g., SPRING BOOT, REACT and ANGULAR according to
[21]; see the online appendix [15] for the full list of considered
frameworks) for each of the four most popular programming
languages in web development (i.e., JAVASCRIPT, TYPE-
SCRIPT, PYTHON and JAVA according to [22]). After this
filtering, we are left with 5,563 web applications.

B. Web GUI Test Search

This phase consists of three steps and it was applied to each
web application repository to identify Web GUI tests:

1) Checking dependencies. We analyzed the projects’ de-
pendencies to identify the use of browser automation
frameworks, focusing on the most commonly used ones,
according to [23], namely SELENIUM, PLAYWRIGHT,
PUPPETEER and CYPRESS. The search was done by
extracting dependencies from dependency management
files: pom.xml and build.gradle for projects in
JAVA, package.json for JAVASCRIPT and TYPE-
SCRIPT, and requirements.txt for PYTHON.

2) Finding Web GUI test files. If the repository includes at
least one of the above dependencies, we have identified
potential Web GUI tests, i.e., files that import browser
automation frameworks.

3) Validation of Web GUI tests. We automatically analyzed
each candidate GUI test source file to determine whether

1https://seart-ghs.si.usi.ch/

the identified automation framework dependencies were
used for web GUI testing. Specifically, we verified the
presence of a test engine alongside the implemented test
code. Our focus was on widely-used test engines [24],
including JUNIT and TESTNG for JAVA; JEST, MOCHA,
and JASMINE for JAVASCRIPT and TYPESCRIPT; and
PYTEST and UNITTEST for PYTHON. Each test en-
gine has specific syntax, such as @Test in JUNIT and
TESTNG, it or test in JEST, MOCHA, and JASMINE,
and test_ in PYTEST and UNITTEST.

This process allowed us to identify 472 repositories con-
taining at least one implemented Web GUI test.

C. Performance Test Search

This phase, performed in parallel to the previous one,
aims instead to search for performance tests. We focused
on LOCUST and APACHE JMETER, as they are recognized
as the most representative open-source performance testing
tools, widely adopted in both academic research and enterprise
contexts [13], [16]. The identification of performance tests
involved distinct processes tailored to each tool:

• LOCUST. As a Python-based framework, LOCUST must
be explicitly imported into the test code. The process
begins by checking for the LOCUST dependency in the
requirements.txt file. When the dependency is
found, the pipeline searches for Python files within the
repository that import LOCUST.

• APACHE JMETER. The identification process for JME-
TER is straightforward, as it does not require depen-
dencies and import analyses. Indeed, JMETER tests are
stored as files with a distinctive .jmx extension. To
identify performance tests created with JMETER, we
simply searched for files with the .jmx extension.

In the final step, Performance Test Validation, we verified
whether the identified test artifacts were genuinely intended
for performance testing. To this end, we ensured that each
test included at least one ThreadGroup or TaskSet and
at least one network request associated with it. For JMETER,
this validation was conducted automatically by parsing and
analyzing the .jmx test files. For LOCUST, the analysis was
performed manually by the first two authors of this paper.
After validation, we identified 84 repositories containing at
least one implemented performance test.

III. E2EGIT DATASET

The E2EGit dataset comprises 43,670 Web GUI tests from
472 repositories and 271 performance tests from 84 reposi-
tories. Notably, the dataset also includes 13 repositories that
integrate both types of testing, featuring 786 Web GUI tests
and 61 performance tests. On average, repositories with Web
GUI testing contain 92.5 tests, while those with performance
testing feature an average of 5 tests. Table I provides an
overview of the dataset based on the analyzed frameworks
and tools.

The repositories exhibit diverse characteristics, as high-
lighted by the boxplots in Figure 2. Project age ranges from
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Figure 1: Overview of the mining pipeline

Table I: Overview of repositories and tests collected in E2EGit,
categorized by the frameworks and tools used for Web GUI
testing and performance testing. Notably, some web applica-
tions adopt multiple frameworks for Web GUI tests, which
results in overlapping counts across categories.

Web GUI Testing
Browser Automation Framework Num. of Repos Num. of Tests
SELENIUM 87 10,464

PLAYWRIGHT 197 18,175

PUPPETEER 20 302

CYPRESS 187 14,733

Performance Testing
Load Generator Tool Num. of Repos Num. of Tests
APACHE JMETER 72 244

LOCUST 13 27

Number of Stars Number of Watchers Project Age (years)

Number of Commits Number of Contributors Number of LOCs

0 5000 10000 15000 0 100 200 300 4 8 12

10000 20000 30000 0 100 200 300 400 0e+00 5e+05 1e+06

Testing GUI Performance

Figure 2: Distribution of Repository Characteristics for
Projects with Web GUI or Performance Testing

newly initiated projects to well-established, decade-old ones,
while codebase sizes vary from a few thousand lines of code to
over a million. Activity indicators such as the number of com-
mits and contributors also differ significantly. Some projects
are highly active and collaborative, involving hundreds of
contributors, while others exhibit minimal maintenance.

The dataset is stored as an SQLite database and its schema
is reported in Figure 3. The repository table contains infor-
mation on 1.5 million repositories collected using SEART in

May 2024, with 34 fields detailing repository characteristics,
including the number of commits, number of contributors, and
last commit on which our mining pipeline was executed. The
subset non trivial repository table includes repositories that
passed the two filtering stages described in Section II. For
each repository, we specify the use of frameworks for JAVA,
JAVASCRIPT, TYPESCRIPT, or PYTHON. For repositories us-
ing multiple frameworks, the corresponding fields (e.g., is_-
web_java) are set to true, and the web_dependencies
field lists all the detected web frameworks.

Details about the detected web GUI tests are reported in
the gui testing test details table, providing information at
the test file level. Each row represents a test file detailing
the file path, the browser automation framework used, the test
engine employed, and the number of tests implemented in
the file. For ease of analysis, the final dataset also includes a
gui testing repo details (not shown in Figure 3 for brevity),
aggregating web GUI test data at repository level. For each
repository with web GUI tests, this table summarizes the
number of test files using each considered framework, the
employed test engines, and the total number of identified tests.

Concerning performance testing, the performance test-
ing test details table consists of 410 rows, one per each
identified ThreadGroup or TaskSet. This table includes
details such as the file path, whether the test uses APACHE
JMETER or LOCUST, and extracted parameters like the num-
ber of thread groups, concurrent users, and requests. It is worth
noting that some fields may be absent. For example, external
files (e.g., CSVs defining workloads) might be unavailable,
or in the case of LOCUST tests, parameters like duration and
concurrent users may be specified via the command line rather
than within the test files themselves. Moreover, some fields
(e.g., number_of_users) may contain parametric expres-
sions of the form ${foo}, referring to specific environment
variables which we were not able to determine during the
mining process. In this case, the field contains the parametric
expression as a string.

IV. POSSIBLE USES OF THE E2EGIT DATASET

The E2EGit dataset is particularly valuable because it con-
tains a large number of tests from non-trivial repositories with
an extensive commit history that make use of diverse web and
automation frameworks. This makes it suitable for a variety
of purposes.



repository

name: string [PK]
is_fork: boolean
commits: integer
watchers: integer
// additional fields omitted

non_trivial_repository

name: string [PK, FK]
is_web_java: boolean
is_web_python: boolean
is_web_javascript: boolean
is_web_typescript: boolean
web_dependencies: string

gui_testing_test_details

name: string [FK]
test_path: string [PK]
is_selenium_java: boolean
// same for javascript/typescript/python
is_playwright_java: boolean
// same for javascript/typescript/python
is_puppeteer_js: boolean
// same for typescript/python
is_cypress_js: boolean
// same for typescript
with_junit: boolean
// same for other test runners
number_of_tests: integer

performance_testing_test_details

name: string [FK]
test_path: string [PK]
threadgroup_taskset_id: integer [PK]
is_jmeter: boolean
is_locust: boolean
threadgroup_taskset_name: string
number_of_users: string
ramp_up: string
loop_cound: string
duration: string
number_of_requests: string

1 0..1

1

0..*

1

0..*

Figure 3: E2EGit dataset schema

One key area of exploration is test quality and maintenance.
Researchers can investigate the presence of “test smells” [25],
such as redundancy, fragility, or poor structure, to assess
the overall quality of tests. This analysis can guide the
application of refactoring techniques to improve test design,
maintainability, and robustness. For instance, the dataset could
enable studies on how systematic refactoring of tests can
mitigate identified smells, reduce maintenance overhead, and
enhance the stability of test suites over time. Additionally, the
dataset could support studies on the impact of application code
changes on tests, revealing patterns in how code modifications
affect test stability and reliability.

Furthermore, the dataset could also be a valuable resource
for creating specialized datasets to train machine learning
models and Large Language Models (LLMs). This is partic-
ularly relevant for advancing research in areas like automatic
test generation and repair, which are still in their early stages
[26]. Furthermore, E2EGit can aid research requiring systems
with multiple versions and identified bugs for evaluation, such
as test case prioritization and regression testing. Existing stud-
ies often rely on outdated applications [12], making E2EGit a
more current and robust alternative.

From an industry perspective, E2EGit could provide valu-
able insights for performance testing, offering examples of
how workloads are structured for different types of applica-
tions. This information can help refine performance testing
strategies for similar projects [27]. Finally, the dataset can be
leveraged for benchmarking testing tools, enabling compar-
isons of browser automation frameworks and load generation
tools to evaluate their performance in real-world applications.

V. THREATS TO VALIDITY

Internal Validity. The main internal threat is the selection of
web frameworks and E2E testing tools, which may have
led to the exclusion of some repositories or tests. However,
we included the four most popular programming languages
[22], as well as the 15 widely used web frameworks for each
[21], and the most prominent browser automation and load

generation tools [13]. We are confident the dataset reflects
the current state of E2E testing adoption on GITHUB.

External Validity. A key threat is the focus on open-source
projects from GITHUB, which represents only a subset of the
broader software ecosystem. As a result, the findings may
not generalize to other contexts, such as industrial projects.
To address this, all materials have been made publicly
available to encourage further research and validation in
diverse settings [15].

VI. RELATED WORK

This section examines the literature on dataset availability
for Web GUI and performance testing in web applications,
highlighting significant gaps. For performance testing, to the
best of our knowledge, no studies have focused on creating
public datasets, likely due to companies keeping such tests
private [13], [14].

In contrast, some efforts have been made for Web GUI
testing. Christophe et al. [28] in a dated study investigated
the prevalence of Web GUI testing written with SELENIUM in
open-source JAVA projects, making the data available. Gortazar
et al. [29] proposed collecting GUI test datasets from GITHUB
using 12 simple naming criteria, resulting in 114 projects.
However, their methodology lacked explicit verification steps,
risking false positives. Sanchez et al. [30] built a small dataset
with six bugs and a few GUI tests across three student-
developed applications. Fuad et al. [31] introduced the WebEV
dataset, comprising Web GUI tests from 100 GITHUB projects.
Their work, however, focused solely on the CYPRESS frame-
work, the dataset is currently unavailable, as the repository
remains empty at the time of writing. Our dataset aims to fill
this gap by offering a comprehensive collection of repositories
with automated tests for Web GUI and performance testing.

VII. CONCLUSION

End-to-end testing is crucial for ensuring software quality,
especially in web applications. However, the lack of compre-
hensive datasets in this area has hindered progress in both
academic research and industry practices. To address this gap,
we released the E2EGit dataset, which includes 472 non-
trivial web repositories with 43,670 Web GUI tests, and 84
repositories featuring 271 performance tests. Among these, 13
repositories implemented both types of testing, with 786 Web
GUI tests with 90 performance tests [15].

We believe E2EGit serves as a valuable resource for re-
searchers and practitioners. It could support studies on the
evolution and maintenance of E2E tests, their fragility, the
relationship between code and test modifications, and patterns
in performance test workloads. Additionally, the dataset has
the potential to drive advances in test automation, such as
automatic test generation and repair, and to aid in the training
of machine learning models and domain-specific LLMs.

As part of our future agenda, we plan to expand and update
the dataset by including new repositories and supporting
additional frameworks and tools.
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